**Q.1 Write a program to create thread and use getPriority and setPriority methods.**

class ThreadMin extends Thread{

public void run(){

System.out.println("Priority of thread t1(MinPriority) is: "+Thread.currentThread().getPriority());

}

}

class ThreadMax extends Thread{

public void run(){

System.out.println("Priority of thread t2 (MaxPriority) is : "+Thread.currentThread().getPriority());

}

}

class ThreadNorm extends Thread{

public void run(){

System.out.println("Priority of thread t3 (NormPriority) is : "+Thread.currentThread().getPriority());

}

}

class ThreadDefault extends Thread{

public void run(){

System.out.println("Priority of thread t4 is (Bydefault priority ) : "+Thread.currentThread().getPriority());

}

}

class JavaPriorities extends Thread{

public static void main(String args[]){

ThreadMin t1=new ThreadMin();

ThreadMax t2=new ThreadMax();

ThreadNorm t3=new ThreadNorm();

ThreadDefault t4=new ThreadDefault();

t1.setPriority(Thread.MIN\_PRIORITY);

t2.setPriority(Thread.MAX\_PRIORITY);

t3.setPriority(Thread.NORM\_PRIORITY);

t1.start();

t2.start();

t3.start();

t4.start();

}

}

**Output :**
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**Q.2 Write a program to implement join method.**

class ThreadJoinMethod extends Thread{

public void run(){

for(int i=1;i<=3;i++){

try{

Thread.sleep(500);

}

catch(Throwable e){

System.out.println(e);

}

System.out.println(i);

}

}

public static void main(String args[]){

ThreadJoinMethod t1=new ThreadJoinMethod();

ThreadJoinMethod t2=new ThreadJoinMethod();

ThreadJoinMethod t3=new ThreadJoinMethod();

t1.start();

try{

t1.join();

}

catch(Throwable e){

System.out.println(e);

}

t2.start();

t3.start();

}

}

**Output :**

**![G:\ss\2.2.png](data:image/png;base64,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)**

**Q.3 Write a thread class that will repeatedly call the inc() method in an object of type Counter. The object should be a shared global variable. Create several threads, start them all, and wait for all the threads to terminate. Print the final value of the counter, and see whether it is correct.**

import java.util.\*;

public class CounterTest {

static class Counter {

int count;

void inc() {

count = count+1;

}

int getCount() {

return count;

} }

static Counter counter;

static int numberOfIncrements;

static class IncrementerThread extends Thread {

public void run() {

for (int i = 0; i < numberOfIncrements; i++) {

counter.inc();

} } }

public static void main(String[] args) {

Scanner in = new Scanner(System.in);

while (true) {

System.out.print("How many threads do you want to run (Enter 0 to end)? ");

int numberOfThreads = in.nextInt();

if (numberOfThreads <= 0)

break;

do {

System.out.println();

System.out.println("How many times should each thread increment the counter? ");

numberOfIncrements = in.nextInt();

if (numberOfIncrements < 1) {

System.out.println("Number of increments must be positive.");

numberOfIncrements = 1;

}

} while (numberOfIncrements <= 0);

System.out.println();

System.out.println("Using " + numberOfThreads + " threads.");

System.out.println("Each thread increments the counter "

+ numberOfIncrements + " times.");

IncrementerThread[] workers = new IncrementerThread[numberOfThreads];

counter = new Counter();

for (int i = 0; i < numberOfThreads; i++)

workers[i] = new IncrementerThread();

for (int i = 0; i < numberOfThreads; i++)

workers[i].start();

for (int i = 0; i < numberOfThreads; i++) {

try {

workers[i].join();

}

catch (InterruptedException e) {

} }

System.out.println("The final value of the counter should be "

+ (numberOfIncrements\*numberOfThreads));

System.out.println("Actual final value of counter is: " + counter.getCount());

} } }

**Output :**
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**Q.4 Implement three classes: Storage, Counter, and Printer. The Storage class should store an integer. The Counter class should create a thread that starts counting from 0 (0, 1, 2, 3 ...) and stores each value in the Storage class. The Printer class should create a thread that keeps reading the value in the Storage class and printing it. Write a program that creates an instance of the Storage class and sets up a Counter and a Printer object to operate on it.**

**Modify the program from the previous exercise to ensure that each number is printed exactly once, by adding suitable synchronization**

public class Counter implements Runnable{

public static void main(String[] args) {

Storage store = new Storage();

Counter c1 = new Counter(store);

Printer p1 = new Printer(store);

}

Storage st;

public Counter(Storage store){

st = store;

new Thread(this, "Counter").start();

}

@Override

public void run() {

for(int i = 0 ; i < 3; i++){

st.setValue(i);

}

}

}

class Printer implements Runnable{

Storage st;

public Printer(Storage st){

this.st = st;

new Thread(this, "Printer").start();

}

@Override

public void run() {

for(int i = 0; i < 3; i++)

System.out.println(Thread.currentThread().getName() + " " + st.getValue());

}

}

class Storage{

int i;

public synchronized void setValue(int i){

this.i = i;

}

public synchronized int getValue(){

return this.i;

}

}

**Output :**
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